AULA PRÁTICA N.º 1

# Objetivos:

* Conceitos básicos de Arquitetura de Computadores.
* Programação em linguagem *assembly*: estrutura de um programa e instruções básicas do MIPS.
* Apresentação das ferramentas a utilizar nas aulas práticas.

**Conceitos básicos:**

* Os registos internos do MIPS. Caso particular do registo **$0**.
* Linguagem *assembly* e código máquina.
* O simulador MARS para o MIPS1:
  + As janelas do simulador: Editor, Text Segment, Data Segment, Registers, Labels e Messages.
  + Configuração da ferramenta.
  + Edição e compilação de um programa.
  + Execução controlada de um programa: *run*, *single-step* e *breakpoints*.

# Guião:

1. Pretende-se escrever um programa, em linguagem *assembly*, que implemente a expressão aritmética **y = 2x + 8**. Supondo que o valor de **x** é passado através do registo **$t0** (**$8**) do CPU e que o resultado é depositado no registo **$t1** (**$9**), uma possível solução é:

**.data**

**# nada a colocar aqui, de momento**

**.text**

**.globl main**

**main: ori $t0,$0,val\_x # $t0 = x (substituir val\_x pelo**

**# valor de x pretendido) ori $t2,$0,8 # $t2 = 8**

**add $t1,$t0,$t0 # $t1 = $t0 + $t0 = x + x = 2 \* x add $t1,$t1,$t2 # $t1 = $t1 + $t2 = y = 2 \* x + 8 jr $ra # fim do programa**

* 1. Edite o programa (com o editor do MARS) e substitua "**val\_x**" pelo valor de **x** com que pretende efetuar o cálculo (por exemplo, o valor 3).
  2. Compile o programa (opção Run  Assemble ou ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAAkCAIAAABuYg/PAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEdUlEQVRIieXWfUhbVxQA8PNesiTmzXyoyUAbN7VS/MciwwQ0oWlsO2ZoK11TbCqj3Z4f0W1tKdQPOkLAaR2DIurcYgpllKdmFdqC2+o65oafDXasQ9DVEEYw+4hGkxhtYpO7P96ahRoTM4hs7Pz57uX8OOe+e97DXC4X7FZgCKFdw5g01tfXl2xJo9Eww5XV1NQkTzIajUKhkBnZxpWVleR5EG7j7sT/HJuampqengYAuVwuFoslEkkSsenp6YZ6HV8gsNls/f0DarU6Ly8Pw7CtOxFCCCEcx6Pmwenl2BhJkj0f96JQKCsz8/TpyuHhYQyLMg1cXn+PefxD86Pt8sTCEEJOpxMACIIgSbL9aof/yUZOTk54NXKz1eGpbP3m/bqjDBRo7HuQGIYQmpycpChqcnKS9uRyOYb93Z/neqXrHLMYz8zMzEgzN2BzLSq27Zltbm5aLBZdXTWDye7s7CwsLJRKixEKYRiWnsZ3Op0ikSiyLACwWq12u/2DL3wDV8oSw1gsVkFBAQDOZjHfe6cePQv3iqu2rr6trZ0kSYIgaEnXOTbRc6qkwQwAveflaansqDljnVlpaSnVP2BdeEyk8lL5Ap5AwBMIAcCzutLS3GQymXw+Hy09+FRb0mDuqJaNdJTnZfKiZotVGQAQBKFWq2dnZ2/fHaafyGSysjKV173qca82Nl4eHBzsmWCNdZ2U1lK95+WRDEJo692Ic89EIpFSqVQqlQDg8/kcDkdbW3tLS7NreWnc8hP1iBi9ppa/e2snUnzsuULz8/O1Wm1bW3t2kbp3eOHzltLqji8vqXDeC/5IJqqUGOby+g/pbgAAACfD8fPotYqzV0cqioiTxw63traSJMnhcBgMRowMO5ogYUlzZF/rhdcvVMmWFu3Ki7ffKOZLMojffnXo9XqTyRT3d2ZHWFh687g8tLaUKhCUFfGWFu1zD79XKBQcNmvZ+bter6coip44/xyjJfLE/rdOHBi59/V3M/OAM4NPnwKAVqs1GAzpopcwDNuJFwejpea35WfUJeY79y2zthKFYm5uYTPwBADYbHZlZaXBYEjLEAMA7Q0NDW3nxcKsDs8h3Q1D/UHNkVc/u3XPZnccVh+bm1tw/PJ4fD505yMNi8Xi8/kVFRV0ff5A4Ny5s01NTRRFJYxpLvdfrJIdV+4fvDtqszsUqrKwRBnKvV4vk8kEAL/fr1KpDAZDZpaku7vb4/EAQCgU2powzqv/8iuSYAj9sWiLlD65JM/gp6SnpwMAjuO5ublut1sqlXZ1dblcLrFYXF5eHjVtHOz+txPLnqIDrx39cfYv6XrTwX25e7hcbjAYpLvCZDLT0tKKi4uzs7O5XG6M2xYLM3dUnmocAIAfADbW18bnQ9evqPeIeSkpKYFAYH19ncPh0CMjGAziOM7j8RjPIuFxtTeLH/YA4KuuKuGLLBzH6dT09wUhRB8PQojNZuM4juP4dhMrThv3ZvEf3qyNsSGh+Pf9N/7HMaPRmGwMs1qtACAUCoVCYbKxPwH0IYn9OgEOLAAAAABJRU5ErkJggg==)). Se for assinalado algum erro de sintaxe na janela de mensagens, corrija o erro e repita a compilação.
  3. Execute o programa2 (opção Run  Go). Observe, e anote no seu *logbook*, o resultado presente no registo **$t1**. Repita os procedimentos anteriores para outros valores de **x**.

1 Deve fazer o *download* do MARS (“Mars.jar” e “exceptions.s”) na página *elearning* da Unidade Curricular.

2 Se está a executar o MARS no seu computador pessoal, certifique-se que o ficheiro "exceptions.s" está associado ao *exception handler* do simulador: menu "*Settings*  *Exception Handler…*" (o ficheiro "exceptions.s" está disponível no moodle da UC na secção "Ferramentas de Software").

* 1. Coloque um breakpoint na primeira instrução do programa (**ori $t0,$0,...**). Faça o reset ao sistema (opção Run  Reset) e execute novamente o programa - a execução vai parar na instrução "**ori $t0,$0,..."**. Execute a parte restante do programa passo a passo (opção *Run*  *Step*) e preencha a tabela abaixo com o código máquina de cada instrução executada e os valores que os vários registos vão tomando.

Nota: Para ativar um breakpoint, selecione o quadrado correspondente à instrução onde pretende que a execução do programa seja interrompida (coluna Bkpt na janela *execute* do MARS).

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **PC** | **Instrução** | **Código**  **máquina** | **$t0** | **$t1** | **$t2** |
| **0x00400058** | **ori $t0,$0,3** | **0x34080003** | **0x00000000** | **0x00000000** | **0x00000000** |
| 0x0040005c | **ori $t2,$0,8** | 0x340a0008 | **0x00000003** | **0x00000000** | **0x00000000** |
| 0x00400060 | **add $t1,$t0,$t0** | 0x01084820 | 0x00000008 | 0x00000000 | 0x00000000 |
| 0x00400064 | **add $t1,$t1,$t2** | 0x012a4820 | 0x00000006 | 0x00000000 | 0x00000000 |
| 0x00400068 | **jr $ra** | 0x03e00008 | 0x00000000e | 0x00000000 | 0x00000000 |

1. Altere o programa que escreveu no ponto 1, de modo a implementar a expressão aritmética

**y = 2x – 8**.

* 1. Execute o programa para **x=2**, **3**, **4** e **5** e observe os resultados no registo **$t1**. Interprete o resultado de **y** para **x=3** e **x=5**. Anote os resultados no seu *logbook*.
  2. Proceda do modo descrito na alínea d) do ponto anterior e preencha a tabela seguinte na situação em que **x=3**.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **PC** | **Instrução** | **Código**  **máquina** | **$t0** | **$t1** | **$t2** |
| **0x00400060** | **add $t1,$t0,$t0** |  |  |  |  |
|  | **?** |  |  |  |  |
|  | **jr $ra** |  |  |  |  |

1. Na solução adotada nos exercícios anteriores, a atribuição do valor de **x** faz parte da codificação do programa. A alteração do valor de **x** pressupõe a edição do código fonte e a geração de novo código máquina, ou seja, **x** é encarado pelo programa como uma constante.

Também a observação do resultado tem que ser efetuada diretamente no registo do CPU. Neste exercício vão ser utilizadas funções de interação com o utilizador (normalmente designadas por *system calls*) para permitir a leitura do valor de **x** a partir do teclado (durante a execução do programa) e a apresentação do correspondente valor de **y**.

O MARS disponibiliza cerca de 50 *system calls*, com diferentes funcionalidades (na tabela de instruções do MIPS, disponível no site da UC, pode encontrar uma tabela com a listagem das mais utilizadas - a lista completa pode ser observada no *help* do MARS). Uma *system call* é chamada através da colocação no registo **$v0** (**$2**) do número que a identifica (ver tabela de instruções), seguida da instrução *syscall.* Por exemplo, para a leitura de um valor inteiro do teclado, pode ser usada a *system call* **read\_int()** através da seguinte sequência de instruções:

**ori $v0,$0,5 # a system call read\_int() é**

**# identificada com o número 5 (ver # tabela de instruções)**

**syscall # a system call read\_int() é chamada**

Para a *system call* **read\_int()** o valor lido do teclado é devolvido através do registo **$v0**

do CPU.

Para visualizar o conteúdo de um registo do CPU no ecrã pode ser usada a *system call* **print\_int10()**; nesse caso o valor que se pretende visualizar no ecrã é passado através do registo **$a0** (**$4**), pelo que, para além da inicialização do registo **$v0** com o identificador do **print\_int10()**, é necessário copiar para o registo **$a0** o valor a imprimir. Por exemplo, mostrar no ecrã o valor do registo **$t5** (**$13**) pode ser feito através da seguinte sequência de instruções:

**or $a0,$0,$t5 # copia o registo $t5 para o registo $a0 ori $v0,$0,1 # a system call print\_int10() é**

**# identificada com o número 1 (ver # tabela de instruções)**

**syscall # a system call print\_int10() é chamada**

* 1. Faça as alterações ao programa que escreveu no **exercício 2**, de modo a ler do teclado o valor de **x** e a imprimir no ecrã o resultado do cálculo de **y**.

**.data**

**.text**

**.globl main main: ori $v0,$0,5 #**

**syscall # chamada ao syscall "read\_int()" or $t0,$0,??? # $t0 = $v0 = valor lido do teclado**

**# (valor de x pretendido) ori $t2,$0,8 # $t2 = 8**

**add $t1,$t0,$t0 # $t1 = $t0 + $t0 = x + x = 2 \* x sub $t1,$t1,$t2 # $t1 = $t1 - $t2 = y = 2 \* x - 8**

**# ($t1 tem o valor calculado de y) or $a0,$0,??? # $a0 = y**

**ori $v0,$0,1 #**

**syscall # chamada ao syscall "print\_int10()"**

**#**

**jr $ra # fim do programa**

* 1. Execute o programa para diferentes valores de **x** e observe, em particular, o resultado para **x=3** e **x=5**. Anote os resultados no seu *logbook*.
  2. Acrescente ao programa as instruções necessárias para imprimir o resultado da expressão usando também a *system call* **print\_int16()**. Execute o programa para diferentes valores de **x** e observe, em particular, o resultado para **x=2**, **3**, **4** e **5**. Anote os resultados.
  3. Acrescente, finalmente, a *system call* **print\_intu10()**. Execute o programa e observe os resultados para **x=2**, **3**, **4** e **5**, impressos pelas 3 *systems calls* que utilizou. Anote os resultados e interprete-os.
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